Finding a Hybrid Genetic Algorithm-Constraint Satisfaction Problem Based Solution for Resource Constrained Project Scheduling
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Abstract- Project scheduling has attracted many researchers in recent years. It is about single-item or small batch production where scarce resources have to be met when scheduling dependent activities over time. Because of high complexity of the problem uninformed search strategies cannot solve the problem optimally. This paper proposes a new evolutionary approach to resource constrained project scheduling problem. Hybrid genetic algorithm (GA)-constraint satisfaction problem (CSP) has been applied to solve resource constrained project scheduling (RCPS). GA’s task is to find the best schedule. Discussed approach has used CSP in order to overcome the existing inconsistencies in activities precedence and resources conflicts. A full state CSP with min-conflict heuristic has been used for solving precedence conflicts. And a simple iterative CSP is used to resolve the resource conflicts.
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I. INTRODUCTION

Scheduling decisions are generally subject to both precedence constraints and resource constraints. Many research works have dealt with a variety of situations in which one or both of these types of constraints are relaxed, or at least simplified. In a sense, the difficulties present in these simpler problems are superimposed in resource constrained project scheduling problem.[1].

The Resource-Constrained Project Scheduling Problem (RCPSP) can be stated as follows: A project consists of a set activities A={a1,a2,…,an} where each activity has to be processed without interruption.

The dummy activities 1 and n represent the beginning and end of the project. The duration of an activity j is denoted by d j where d 1 = d n = 0. There are K renewable resource types. The availability of each resource type M in each time period is R m units, m={1,…,M}. Each activity a j requires r j,m units of resource m during each period of its duration where r 1,m = r n,m = 0, m = 1, …,M. All parameters are assumed to be non-negative integer valued[9].

Each activity has some predecessors and some successors except start activity and finish activity. The notation P i stands for activity a i ’s predecessors and S i shows the successors of activity a i . The precedence can be shown by a graph. In fig. 1 we can see a simple activity on node (AON) precedence graph of a given project, the vector under name of each node shows the resources needed by that activity.

Numerous attempts have been made to solve RCPSP problem. Some surveys provided by Herroelen et al. [2], Brucker et al. [3] and Kolisch and Padman [4], as well as a book on Project Scheduling by Weglarz [5]. A research by Kolisch et al.[6] indicates that only small-sized problem instances with up to 60 activities can be solved exactly in a satisfactory manner. Therefore, heuristic solution procedures
remain as the only feasible method of handling practical resource-constrained project scheduling problems. Recent overviews of heuristic procedures for the RCPSP can be found in Kolisch and Hartmann [6], Valls et al. [7], and Kolisch and Hartmann [8].

In this paper a system is proposed to find the best schedule for a given project with limited non-preemptable resources. Fig. 2 shows high level design of the problem and its solution.

Figure 2. High level diagram of the RCPS problem and its solution

<table>
<thead>
<tr>
<th>Input</th>
<th>System</th>
<th>Output</th>
</tr>
</thead>
<tbody>
<tr>
<td>Activities + precedence + resources</td>
<td>Hybrid GA-CSP</td>
<td>A schedule with minimum makespan + Satisfies constraints</td>
</tr>
</tbody>
</table>

Genetic algorithm is used to find the best schedule, but genetic algorithm operators cause some problems in the precedence and resource constraints. Then it is CSP’s job is to solve these conflicts (like fig. 3).

The rest of paper is organized as follows. First the hybrid GA-CSP will be discussed, then CSP’s role will be shown, after that we will see the complete solution to the problem and finally we have the results of our simulations.

II. HYBRID GENETIC ALGORITHM-CSP

Random search techniques (e.g., genetic algorithms and simulated annealing) try to overcome the shortcomings of the calculus-based and enumeration techniques (i.e., the problem of getting stuck at local optima and the lack of efficiency of the search). Although in the long run a random search technique can do no better than enumerative technique, it exploits information from the search space in order to guide the random selection process.

Consequently, it usually takes fewer objective function evaluations in order to get close to the optimal solution than complete enumeration. This is particularly useful when a computationally intensive simulation is used to generate the value of the objective function at each point. A random search technique also allows the search to move away from a local optimum because it does not require improvement in the objective function at every iteration.

Genetic algorithms, which were developed in the mid 1960’s, are randomized search techniques that are based on the mechanics of genetics and natural selection and are designed for problems that require efficient and effective searches [10]. They attempt to “breed” good solutions using a paradigm based on natural evolution (survival of fittest). Genetic algorithm (GA) is a probabilistic optimization algorithm (or adaptation procedure) guided by the mechanics of natural evolution (according to Darwinian Theory of evolution).

Genetic algorithm characteristics in this specific problem (RCPS) are as follows:

A. Chromosomes encoding

Firstly, an initial population containing \( N_{pop} \) chromosomes is generated. Each gene in the binary chromosome is randomly assigned as either 1 or 0, with a probability of 0.5. The \( j^{th} \) chromosome \((1 \leq j \leq N_{pop})\) is represented by \( l_1^j, l_2^j, \ldots, l_n^j \), where \( l \) denote the substrings that encode an activity in \( j^{th} \) schedule. And “n” is number of activities need to be scheduled, respectively. So each chromosome shows a way of project scheduling. For example \( l_1^j \) will be encoded as the precedence of first activity (in the \( j^{th} \) chromosome).

B. Fitness Function

Fitness function can be easily computed with the project makespan. Previously we find out that each chromosome is a schedule itself, therefore for determining the fitness of a given chromosome we only need to compute the project makespan.

C. Initialization

The next important step in genetic algorithm is to initialize the population. As noted by Davis and Steenstrup, the initialization process can be executed with either a randomly created population or a well adapted population [1]. For many combinatorial problems, it is relatively easy to create reasonably good initial population structure. For resource constrained project scheduling problem, because of the existence of both precedence and resource constraints, the search space is just part of all possible permutations. The random way to initializing evolution program will yield a considerable amount of infeasible schedules. So the initial chromosomes (individuals) are generated in this way, first for each chromosome a random schedule will be generated, in the next stage two CSPs will be applied to them. Here is a definition of a CSP with the graph coloring example. Formally speaking, a CSP is defined by a set of variables, \( X_1, X_2, \ldots, X_n \), (in graph coloring problem the nodes represent the variables and they can have colors as their
values) and a set of constraints, C1…Cp,(in graph coloring
adjacent nodes cannot have same color). Each variable Xi
has a nonempty domain Di of possible values (in graph
coloring each node must choose a value between a set of
predefined colors). Each constraint Ci involves some subset
of the variables and specifies the allowable combinations of
values for that subset. A state of the problem is defined by an
assignment of values to some or all of the variables. An
assignment that does not violate any constraints is called a
consistent or legal assignment. A complete assignment is one
in which every variable is mentioned, and a solution to a
CSP is a complete assignment that satisfies all the constraints
[11] (in graph coloring is a state that each node has a color
and adjacent nodes have different colors). The first CSP is a
complete state CSP that uses min conflict heuristic for
solving precedence constraints. Fig. 4 shows the general
algorithm for the min-conflict heuristic.

```plaintext
function MIN-CONFLICTS(csp, max_steps) return
solution or failure

inputs: csp, a constraint satisfaction problem
max_steps, the number of steps allowed before
giving up

current ← an initial complete assignment for csp
for i = 1 to max_steps do
if current is a solution for csp then return current
var ← a randomly chosen, conflicted variable from
VARIABLES[csp]
value ← the value v for var that minimizes
CONFLICTS(var,v,current,csp)
set var = value in current
return failure

Figure 4. CSP min-conflict algorithm[11]
```

For example in fig. 1 we have a precedence graph and let
the activities order: A-B-E-F-G-D-C be a random schedule
(chromosome) for first population which obviously has
conflicts in precedence, then table 1 shows how the problem
can be solved with the CSP min conflict heuristic. In table 1
we have seven variables (A,…,G), each variable has a
domain (D_A,…,D_G), and each variable has a value in its
domain.

The min conflict heuristic chooses a conflicted variable
randomly and changes its value in order to solve the
conflicts. For example variable G is chosen and its value will
be changed from 5 to 7. After one step we can see the
problem state in table 2. And finally after two more steps
solution can be seen in table 3.

| Table I. First State in Solving Precedence Conflict |
|---------------------------------|---|---|---|---|---|---|---|
| Order | D_A | D_B | D_E | D_F | D_G | D_D | D_C |
| 1     | ●   |     |     |     |     |     |     |
| 2     |     | ●   |     |     |     |     |     |
| 3     |     |     | ●   |     |     |     |     |
| 4     |     |     |     | ●   |     |     |     |
| 5     |     |     |     |     | ●   |     | ●   |
| 6     |     |     |     |     |     | ●   | ●   |
| 7     |     |     |     |     |     |     | ●   |

| conflicts | 0 | 0 | 0 | 0 | 2 | 1 | 1 |

After solving the precedence conflicts now it is resource
conflicts’ turn to be solved. Since the number of activities is
finite a simple iterative CSP with depth first search (DFS)
is used to find an answer to the resources conflicts. It is
obvious that the first CSP (precedence solver) will decrease
the search space effectively.

| Table II. Second State in Solving Precedence Conflict |
|---------------------------------|---|---|---|---|---|---|---|
| Order | D_A | D_B | D_E | D_F | D_G | D_D | D_C |
| 1     | ●   |     |     |     |     |     |     |
| 2     |     | ●   |     |     |     |     |     |
| 3     |     |     | ●   |     |     |     |     |
| 4     |     |     |     | ●   |     |     |     |
| 5     |     |     |     |     | ●   |     | ●   |
| 6     |     |     |     |     |     | ●   | ●   |
| 7     |     |     |     |     |     |     | ●   |

| conflicts | 0 | 0 | 0 | 0 | 0 | 1 | 1 |

| Table III. Final State in Solving Precedence Conflict |
|---------------------------------|---|---|---|---|---|---|---|
| Order | D_A | D_B | D_E | D_F | D_G | D_D | D_C |
| 1     | ●   |     |     |     |     |     |     |
| 2     |     | ●   |     |     |     |     |     |
| 3     |     |     | ●   |     |     |     |     |
| 4     |     |     |     | ●   |     |     |     |
| 5     |     |     |     |     | ●   |     | ●   |
| 6     |     |     |     |     |     | ●   | ●   |
| 7     |     |     |     |     |     |     | ●   |

| conflicts | 0 | 0 | 0 | 0 | 0 | 0 | 0 |

D. Reproduction

For reproduction N_pop/2 with higher fitness are selected to
make next population. We use weighted average method [12]
for generating the next population.

E. Crossover

Since the chromosomes are binary coded, simple one
point crossover has been used as crossover operation. The
basic elements of our implements consist of two parts, firstly perform a partially mapped crossover (PMX) operation and then perform a repair procedure to solve precedence conflict and resource conflict in the generated schedules.

F. Mutation

It is incorporated with the neighborhood technique to try to find an improved offspring. A lot of definitions may be considered for the neighborhood of a schedule.

Here, the set of schedules transformable from a schedule x by exchanging not more than x genes is regarded as the neighborhood of schedule x. The scheme of the crossover operator is depicted below [1].

**Mutation Procedure**

1. Random pick up a substring with X genes
2. Generate the neighboring schedules by pairwise interchange
3. Solve the precedence conflict for the illegal neighbors
4. Evaluate all neighbors and the best neighbor selected as the new schedule.

III. SIMULATION AND COMPARISON

Many researches had solved RCPS problem with genetic algorithm [1,9], but very rare of them had tried to solve the inconsistencies (that caused by GA’s operator) with good heuristics. They tried simple uninformed searches for this phase of problem. In here the first CSP will cut off the search space effectively; so many irrelevant states in resources conflicts are ignored.

The proposed approach has been implemented with C# programming language exactly like the algorithm in fig. 5 for a RCPS problem with 10 renewable resources. The answer of hybrid GA-CSP method had been compared to the brute force method for problems with less than 20 activities; the answers were the same respectively. This shows the validity of our approach. As we noticed before this problem is an NP problem, therefore it was hard to test the validity of the approach for more than 20 activities with brute force method. The convergence of genetic algorithm shows that the genetic algorithm has been converged on an optimal solution. Genetic algorithm characteristics are shown in table 4.

The plots of genetic algorithm’s best individuals’ fitness (project makespan) with respect to generation for project with 50 and 200 activities is shown in fig. 6 and fig. 7.

<table>
<thead>
<tr>
<th>TABLE IV. GA’S CHARACTERISTICS</th>
</tr>
</thead>
<tbody>
<tr>
<td>Number of Individuals</td>
</tr>
<tr>
<td>Number of Genetic Algorithm Iterations</td>
</tr>
<tr>
<td>$P_{xover}$</td>
</tr>
<tr>
<td>$P_{mutation}$</td>
</tr>
</tbody>
</table>

Figure 5. The algorithm

![Project duration value of the best individuals in GA with respect to generation for 50 activities problem](image)

Figure 6

![Project duration value of the best individuals in GA with respect to generation for 200 activities problem](image)

Figure 7
IV. DISCUSSION AND FUTURE WORK

This paper is focused to find a fast solution for RCPS problem, the process consists of a hybrid GA-CSP search algorithm. As shown in figs. 2 and 3, genetic algorithm will find the answers and CSP solves conflicts. The convergence of the GA shows the validity of reaching to an optimal solution with GA-CSP method. The flowchart of the hybrid GA-CSP algorithm is shown in fig. 8.

There is still one problem, as we said we use a CSP for cutting off the search space by deleting many irrelevant states with min conflict CSP. But in the second phase to overcome the resources conflicts we still use a kind of brute force solution which is an iterative depth first search (DFS) based CSP.

The future work might be on how to construct a full state CSP for whole of the problem. We are concentrating on how to import the whole structure of the problem (both precedence and resource) in CSP min conflict algorithm. Another approach for optimizing the structure might be using genetic programming (GP) because the search space is finite tree.

Figure 8. The flowchart of the GA-CSP system for RCPS
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